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Abstract: There is a growing presence of technology in the daily lives of elementary school students, with a recent exponential rise due to the constraints of remote teaching during the COVID-19 pandemic. It is important to understand how the education system can contribute to helping students develop the required skills for technological careers, without neglecting its obligation to create conditions that allow them to acquire transversal skills and to enable them to exercise full citizenship. The integration of Educational Robotics and block programming activities in collaborative learning environments promotes the development of computational thinking and other ICT skills, as well as critical thinking, social skills, and problem solving. This paper presents a theoretical proposal of a didactic sequence for the introduction to educational robotics and programming with Scratch Jr. It is composed of three learning scenarios, designed for elementary school teaching. Its main goal is to create conditions that favour the development of computational thinking in a collaborative learning environment. With increasing complexity and degree of difficulty, all the tasks root from a common problem: How can we create an algorithm that programs the robot/sprite to reach a predetermined position?
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1. Introduction

One of the challenges facing the elementary education system is determining the knowledge and skills that students must acquire since they will finish mandatory education in a future that is difficult to predict [1]. The reality in which we live is constantly changing, influenced by technological advances, access to vast repositories of information, climate change, migratory movements, and social and political tensions. Teaching and learning processes are not alien to these changes and are becoming significantly more complex [1], as seen in the changes implemented by the Portuguese Ministry of Education, in response to the constraints imposed by the COVID-19 pandemic [2]. Furthermore, the growing influence of digital technologies in education systems [1] and the way Digital Natives [3,4] perceive them reinforce the need to understand how to integrate technology in teaching processes [5].

Collaboration, problem-solving, critical thinking, communication, innovation, and creativity are essential skills for the 21st century [6], as is computational thinking [7]. The importance of preparing students for future technological professions is well known [8]. It is important that both teachers and students develop their digital competences [9–11]. However, it is also essential to create conditions for them to acquire transversal skills that will allow them to exercise full citizenship [12]. In response to this issue, more and
more countries are formally integrating programming into the school curriculum, as it contributes to the acquisition and deepening of mathematical skills, problem solving, student engagement in learning, encouragement of peer collaboration [13], and development of computational thinking [7].

At the beginning of the last decade, Benitti [14] stated that most educational robotics (ER) uses focused on the technological aspects (robotics, mechatronics, and programming) or sought curricular links close to these areas, a trend that persists [15,16]. The growing technological development and number of ER platforms available is indisputable. However, there are still obstacles to the implementation of ER in teaching practices: specificity of the technical knowledge involved, lack of pedagogical and didactic material to facilitate its articulation with the curriculum, absence of curriculum guidelines, lack of specific training for the development of teachers’ didactic knowledge, and the high cost of most platforms used [17–19].

The integration of ER into teaching and learning processes promotes the development of ICT skills and computational thinking [7,20,21], allowing students to participate in systematic tasks of designing code sequences necessary to program a robot and thus to find a solution to a problem [22]. Angeli et al. [23] propose a computational thinking curriculum framework. This approach draws on patterns identified while solving previous tasks to find solutions to new problems. As a result, students develop abstraction and generalisation skills, develop decomposition skills by breaking down complex problems into smaller manageable pieces, draw on algorithmic thinking when structuring a sequence of instructions, and use debugging processes when attempting to correct errors identified in their proposed solutions.

In their systematic review, Conde et al. [24] suggest that the STEAM approach in activities with ER may foster the development of several skills, such as computational thinking, problem-solving, critical thinking, interdisciplinary skills, autonomous learning, negotiating skills, and social skills. Kim et al. [25] suggest that participation in activities that integrate ER positively influence the perception of gender stereotyping associated not only with these types of activities but also with careers within the various STEM fields. Introducing children to programing at early ages is also acknowledged as a strategy that promotes the development of computational thinking [26,27].

As a pedagogical proposal, a didactic sequence for introducing ER and programming with Scratch Jr is presented here. Consisting of three learning scenarios [28,29] and assuming as a main objective the creation of conditions that may foster the development of computational thinking in a collaborative learning environment, the starting question is: How can we create an algorithm that programs the robot/sprite to reach a certain position?

2. Computational Thinking

Papert [12] speculates on the impact of computers and computer culture on the future of education and schools, presenting ideas for the development of computational thinking. Although he does not state the expression, he refers to the application of computational thinking in problem solving, highlighting the use of programming blocks and the recursive principle of identifying bugs and then debugging them, allowing the children to develop skills that can be transferred to other contexts.

Wing [30], p. 33 describes computational thinking as “a fundamental skill for everyone, not just for computer scientists”, it “involves solving problems, designing systems, and understanding human behaviour, by drawing on the concepts fundamental to computer science” [30], p. 33. There are different definitions and proposed taxonomies for computational thinking [20,31–33]. Given that the design of the learning scenarios presented here includes ER and block programming, it was deemed appropriate to adopt the computational thinking skills model proposed by Atmatzidou and Demetriadis [20], as seen in the table below (Table 1).
Table 1. Computational thinking skills model [20], p. 664.

<table>
<thead>
<tr>
<th>CT Skills</th>
<th>Description</th>
<th>Student Skills (The Student Should Be Able to. . .)</th>
</tr>
</thead>
</table>
| Abstraction  | Abstraction is the process of creating something simple from something complicated, by leaving out the irrelevant details, finding the relevant patterns, and separating ideas from tangible details. | 1. Separate the important from the redundant information.  
2. Analyse and specify common behaviours or programming structures between different scripts.  
3. Identify abstractions between different programming environments. |
| Generalisation | Generalisation is transferring a problem-solving process to a wide variety of problems. | Expand an existing solution to a given problem to cover more possibilities/cases.  
1. Explicitly state the algorithm steps.  
2. Identify different effective algorithms for a given problem.  
3. Find the most efficient algorithm. |
| Algorithm    | Algorithm is a practice of writing step-by-step specific and explicit instructions for carrying out a process. |  
| Modularity   | Modularity is the development of autonomous processes that encapsulate a set of often used commands performing a specific function that might be used in the same or different problems. | Develop autonomous code sections for use in the same or different problems. |
| Decomposition | Decomposition is the process of breaking down problems into smaller parts that may be more easily solved. | Break down a problem into smaller/simpler parts that are easier to manage. |

3. Didactic Sequence

Participation in ER and programming activities fosters the development of computational thinking skills [7,20,31,32,34]. The didactic sequence presented here is composed of three learning scenarios designed for elementary school classrooms: (1) Meet DOC!; (2) Free throw line; and (3) Tell us a story, DOC!.

Seeking to meet the recommendations of the Evaluation Study on the initiation to programming in elementary schools [35] and the Guidelines for Robotics [36] in Portugal, this set of learning scenarios foresees the articulation and collaboration of two teachers in the classroom, the class teacher and a teacher with training in ER and programming. Regarding students, it is suggested that the principles of collaborative learning [37–39] are adopted, forming groups of different sizes in each task, with the number of elements being determined by the potential and constraints of the technological artefact used in the different learning scenarios.

We suggest that the teachers allow themselves to be surprised by students’ knowledge and skills and be open to learning from students [40]. By doing so, they can encourage the students to assume an identical posture and thus facilitate collaborative learning. Regarding the students, we suggest that they be allowed to play with the artefacts (robots, story maps, and Scratch Jr template) and collaborate openly with their peers.

This sequence can be implemented in the different years of elementary school or mixed classes, as long as the formation of groups considers each class’s specificities. All tasks are presented as a challenge and after the students look for solutions within their group, they will be discussed and optimised with the entire class.

3.1. Meet DOC

For this learning scenario, the DOC robot by Clementoni was chosen. It is a very easy to use ER platform, with reduced programming options and functionalities. These restrictions, associated with its toy-like appearance (Figure 1), make it a suitable option for a learning scenario of an introduction to ER that covers the four years of elementary school.
Each group of three or four students, depending on the size of the class, will have a workstation where a robot, a board, and playing cards will be available (Figure 2).


Figure 2. Cards and game board.

3.1.1. Challenge 1

Initially, the groups are asked what they think they are going to do. They can explore the resources before answering. Based on the students’ answers, the concept of “programming the robot” is discussed with the teachers orchestrating the discussion, so that the students understand the need to use a specific method to communicate with the robot to give instructions that it can execute. In this case, this will be completed by creating a programming sequence, pressing the buttons on the robot head. The next step is to present the challenge: programming the robot according to the sequence given by the deck of cards. This ordering aims to allow students to discover how the robot works to execute basic commands (one step forward; one step back; turn left and turn right) and sequences of commands for the robot to reach a certain position on the board. Throughout this stage, teachers should circulate among the groups, trying to help unblock possible obstacles with questions or hints, avoiding demonstrating the necessary procedures whenever possible.

3.1.2. Challenge 2

After all the groups have managed to execute the commands indicated on the cards, a new challenge is launched: program the robot with a sequence of commands that allows it to reach the butterfly position. This time there is no letter with directions, the groups can decide which path the robot should follow. It is also explained that once everyone has found a solution, they should be able to explain it to the rest of the class. It is expected that different solutions to this problem will emerge or even groups that have not found a solution.

3.1.3. Sharing and Discussion

The phase of presentation and discussion of solutions serves a double purpose: it allows students to understand the importance of a clear and structured communication of the programming carried out, as well as allowing them to experience processes of debugging and optimisation of algorithms.

The learning scenario ends with a brief discussion of the concept of algorithm, starting with what they already know, algorithms of elementary arithmetic operations, so that
students can draw conclusions about the importance of systematically describing specific and explicit instructions to perform a procedure. Next, oral suggestions are requested to construct an algorithm that comprises the necessary steps to leave the classroom. This algorithm will be optimised at the end of each learning scenario. It is expected that students will be able to summarize detailed instructions into simpler blocks that everyone understands.

3.2. Free Throw Line

With an introductory and exploratory approach to programming for this learning scenario, we chose the programming language Scratch Jr, a simplified version of Scratch, employing collaborative learning [37–39], supported by tablets [41] with an Android operating system. This programming language was chosen for being similar to how the DOC robot is programmed and the absence of a coordinate system for movement, a mathematical concept that is not part of the curriculum of the early years of elementary school in Portugal. If there are enough tablets, students should work in dyads.

To create low complexity algorithms for solving specific challenges and problems, this learning scenario starts with a PowerPoint presentation of an algorithm designed for the Game of Catch (Figure 3), giving continuity to the previous learning scenario.

3.2.1. Challenge 1

The first challenge is presented to the students: explore the software interface and figure out how to move the sprite one step to the right (Figure 4), without touching it. The students have at their disposal a Portuguese translation of the guide available at https://www.scratchjr.org/pdfs/scratchjr-interface-guide.pdf (accessed on 17 August 2021).

After all groups have discovered which block of code to put in the programming track, they are asked to describe the procedure, so that the teacher can reproduce it on the interactive whiteboard. This sequence is repeated for the discovery of how to move the sprite one step up.

Figure 3. Algorithm for the game of Tag.
3.2.2. Challenge 2

For the next challenge, students must create an algorithm that allows the sprite to reach a specific position in the scenario (free throw line). If they do not succeed, the teachers try to help through questioning, and may also use the interactive whiteboard to exemplify a possible discovery process (for example, try to run a code sequence of two blocks and see what happens to the sprite). As in the previous tasks, the groups orally share the discovered algorithms reproduced on the interactive whiteboard by the teacher (Figure 5). This suggestion is related to the class time management. Ideally, the students should be allowed the opportunity to share their solutions using the interactive whiteboard.

Figure 4. Exploring the interface.

Figure 5. Algorithm on the interactive whiteboard.
3.2.3. Sharing and Discussion

None of the algorithms created by the students will achieve the expected result when implemented on the whiteboard. The sprite’s position in the whiteboard template is intentionally different from the one on the students’ tablets, serving as a trigger for discussion around the importance of adapting algorithms to specific contexts and problems. Since the difference is quite noticeable, it is expected that the students will understand why the algorithms do not produce the intended results and suggest the necessary corrections. At this stage students are encouraged to use the interactive whiteboard to demonstrate and share their ideas with the rest of the class.

It is expected that most or all groups will create algorithms consisting of a block of code for each movement of the sprite (Figure 6). Starting from a solution found by one group, building an algorithm that implements fifty steps in the programming track is discussed. The discussion is orchestrated by the teachers in order to allow the students to draw conclusions about the necessity to optimise the code, reducing the number of blocks used for its creation to the minimum possible. Since only the blocks “Move up” and “Move right” are worked on, the groups are asked to create an algorithm that uses only one block of each of these movements. If students cannot figure out a solution, teachers should encourage them to look closely at each block and describe what they see. It is expected that by observing the presence of a number field in each block, they will try to see what happens if they change the value of that field. The solutions found (Figure 7) are again shared with the class via the interactive whiteboard.

Figure 6. Algorithm with block repetition.

Once the task is concluded, the algorithm for leaving the classroom is redesigned, seeking improvements in its efficiency and simplicity of implementation.

3.3. Tell Us a Story, DOC!

As with the ER learning scenario present in Section 3.1, this one will also be supported by the robot DOC. Each group of three or four students, depending on the size of the class, will have a workstation where a robot will be available.

3.3.1. Challenge

This time the challenge is to create a story map and use the robot DOC to tell it, i.e., the robot must scroll through the map according to the algorithm created. The groups can create maps for original stories or for adaptations of stories they know.

Before some examples of story maps are projected/shown (Figure 8), some characteristics of the robot are pointed out: each movement forward or backward corresponds to a displacement of 15 cm and rotations to the left and to the right correspond to a quarter turn.
Once the task is concluded, the algorithm for leaving the classroom is redesigned, seeking improvements in its efficiency and simplicity of implementation.

### 3.3. Tell Us a Story, DOC!

As with the ER learning scenario present in Section 3.1, this one will also be supported by the robot DOC. Each group of three or four students, depending on the size of the class, will have a workstation where a robot will be available.

#### 3.3.1. Challenge

This time the challenge is to create a story map and use the robot DOC to tell it, i.e., the robot must scroll through the map according to the algorithm created. The groups can create maps for original stories or for adaptations of stories they know.

Before some examples of story maps are projected/shown (Figure 8), some characteristics of the robot are pointed out: each movement forward or backward corresponds to a displacement of 15 cm and rotations to the left and to the right correspond to a quarter turn.

#### 3.3.2. Sharing and Discussion

The algorithm created by the students should allow the robot to autonomously scroll through the map according to the sequence of the story. Once the process of designing and testing the created algorithms and maps is completed, each group should prepare how they will “tell” their story to the class. This stage is quite important, sufficient time must be allotted for its completion [42]. The initial positioning of the robot must be aligned with placement of the events in the story map, otherwise it will deviate from the intended trajectory. The teachers, if necessary, should help the students to manage frustration that might arise from the trial and error runs and help them to understand if there is an issue with the algorithm or the positioning of the robot. The teachers must also be on standby to mediate conflicts between the students that may occur during the distribution of the

---

**Figure 7. Optimised algorithm.**

**Figure 8. Example of a story map created by students.**
The students are encouraged to decorate their robot, for which there should be a stand with various materials available (paper, tape, streamers, etc.). For the creation of the map, there should be different paper formats (A4, A3, A2, or a roll of drawing paper), and the students can also use the floor to create their map. During this phase, teachers should accompany the groups, trying to help them overcome any obstacles that may arise.

3.3.2. Sharing and Discussion

The algorithm created by the students should allow the robot to autonomously scroll through the map according to the sequence of the story. Once the process of designing and testing the created algorithms and maps is completed, each group should prepare how they will “tell” their story to the class. This stage is quite important, sufficient time must be allotted for its completion [42]. The initial positioning of the robot must be aligned with placement of the events in the story map, otherwise it will deviate from the intended trajectory. The teachers, if necessary, should help the students to manage frustration that might arise from the trial and error runs and help them to understand if there is an issue with the algorithm or the positioning of the robot. The teachers must also be on standby to mediate conflicts between the students that may occur during the distribution of the different roles (who programs the robot, tells the story, explain the ideas, answer questions, or any other role that the students consider necessary).

After each presentation, the other groups have the opportunity to comment on the work of their colleagues or suggest improvements. Students should be encouraged to offer constructive criticism. They may address algorithm optimization, debugging, graphic design of the story map, storytelling, or any other aspect that they consider to be important.

At the end of the learning scenario, the algorithm for leaving the room has its last optimization, seeking improvements in its efficiency and simplicity of implementation.

4. Final Considerations

The didactic sequence presented here was designed to allow students to develop the computational thinking skills identified in the model of Atmatzidou and Demetriadis [20]: abstraction, generalisation, algorithm, modularity, and decomposition. Although its design targets the Portuguese formal education context, it can be adapted to other contexts.

Regarding the abstraction skill, the learning scenarios are expected to provide situations that allow students to identify patterns in the different programming created with the robot DOC and with Scratch Jr and look for solutions to a common problem regardless of the type of programming used.

The stages of sharing and improving the created algorithms were included to create conditions that enable students to be able to generalise solutions and explain different steps of the algorithms, as well as to identify different algorithms that enable solving the same problem and finding the most efficient one.

The work presented here is a theoretical proposal. We hope that its implementation may improve the design, particularly regarding the characteristics that promote collaborative learning [43,44], time allotted to each stage of the tasks, and ascertaining the effectiveness of the learning scenarios.
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